1 (⋆) Study Group
List the names and SIDs of the members in your study group.

2 (★★★) Universal Hashing
Let \([m]\) denote the set \(\{0, 1, \ldots, m - 1\}\). For each of the following families of hash functions, determine whether or not it is universal. If it is universal, determine how many random bits are needed to choose a function from the family.

(a) \(H = \{h_{a_1, a_2} : a_1, a_2 \in [m]\}\), where \(m\) is a fixed prime and
\[
h_{a_1, a_2}(x_1, x_2) = a_1 x_1 + a_2 x_2 \mod m
\]
Notice that each of these functions has signature \(h_{a_1, a_2} : [m]^2 \to [m]\), that is, it maps a pair of integers in \([m]\) to a single integer in \([m]\).

(b) \(H\) is as before, except that now \(m = 2^k\) is some fixed power of 2.

(c) \(H\) is the set of all functions \(f : [m] \to [m - 1]\).

3 (★★★) Preventing Conflicts
A group of \(n\) guests shows up to a house for a party, and any two guests are either friends or enemies. There are two rooms in the house, and the host wants to distribute guests among the rooms, breaking up as many pairs of enemies as possible. The guests are all waiting outside the house and are impatient to get in, so the host needs to assign them to the two rooms quickly, even if this means that it’s not the best possible solution. In this problem, we aim to design an efficient algorithm that breaks up at least half the number of pairs of enemies as the best possible solution.

(a) In homework 5 we constructed a greedy \(1/2\)-approximation algorithm for “Preventing Conflict” that runs in time \(O(|V| + |E|)\). Design a randomized algorithm that achieves (in expectation) a \(1/2\)-approximation guarantee in time \(O(|V|)\). Prove its correctness.

(b) Your solution in part (a) probably had to flip \(O(|V|)\) random coins. Coins are expensive! Use hashing to give an algorithm that only flips \(O(\log |V|)\) random coins.

4 (★★★) Streaming for Voting
Consider the following scenario. Votes are being cast for a major election, but due to a lack of resources, only one computer is available to count the votes. Furthermore, this computer only has enough space to store one vote at a time, plus a single extra integer. Each vote is a single integer 0 or 1, denoting a vote for Candidate A and Candidate B respectively.
(a) Come up with an algorithm to determine whether candidate A or B won, or if there was a tie.

(b) Consider now an election with 3 candidates. Say there is a winner only if a candidate receives more than 50 percent of the vote, otherwise there is no winner. If we’re given another integer’s worth of storage, come up with an algorithm to determine the winner if there is one. For simplicity, your algorithm can output any of the candidates in the case that there is no winner (not necessarily the one with the most votes). Votes are now numbered 0, 1, 2.